**Assignment 6 – NodeSecurity**

**Setup**

* ~~Create a new collection and name it users.~~
* ~~Using the CLI, add the bcryptjs package to your GitHub repository.~~ 
  + ~~CLI command:~~
    - **~~npm install bcryptjs~~**
* A~~dd a new file under the~~ **~~model’s~~** ~~directory and name it~~ **~~<yourLastName>-user.js~~**~~.~~
* ~~Add a new file under the~~ **~~route’s~~** ~~directory and name it~~ **~~<yourLastName>-session-routes.js~~**~~.~~

**<yourLastName>-user.js**

* ~~Add a require statement for mongoose and assign it to a variable named~~ **~~mongoose~~**~~.~~
* ~~Add a new variable named~~ **~~Schema~~** ~~and assign it the~~ **~~mongoose.Schema~~** ~~object.~~
* C~~reate a schema named userSchema with the following fields:~~

|  |  |  |
| --- | --- | --- |
| **Field Name** | **Data Type** | **Schema** |
| userName | String | n/a |
| Password | String | n/a |
| emailAddress | Array |  |

* ~~Name the model “User” and export it using~~ **~~module.exports~~**

**<yourLastName>-session-routes.js**

* ~~Add the appropriate requirement statements (express, router, User, and bcrypt)~~
* ~~Create a variable named router and assign it the express.Router() function.~~
* ~~Add a variable named saltRounds with an integer value of 10~~
* Create two operations: signup and login

# **Signup**

**Operation: POST**

**Path: /api/signup**

|  |  |  |
| --- | --- | --- |
| **Param Type** | **Field** | **Data Type** |
| RequestBody | userName | String |
| RequestBody | Password | String |
| RequestBody | emailAddress | String |

|  |  |
| --- | --- |
| **Response Code** | **Message** |
| 200 | Registered user |
| 401 | Username is already in use |
| 500 | Server Exception |
| 501 | MongoDB Exception |

**Additional Programming Requirements**

* + Wrap the code in a try/catch block.
  + Query the users collection using the findOne() function and the username form the RequestBody.
  + Add and if…else block that checked the returned value from the query.
    - if(!user)
      * Create a new object literal named newRegisteredUser and map the RequestBody values to the object’s properties.
      * For the password property, use the bcrypt package to hashSync() the password.
        + Code Snippet: ![](data:image/png;base64,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)
      * Call the create() function on the User model and save the record to MongoDB.
    - if(user)
      * Return the message identified under status 401.
  + Describe the operation using the OpenAPI Specification above the request as developer comments.

# **Login**

**Operation: POST**

**Path: /api/login**

|  |  |  |
| --- | --- | --- |
| **Param Type** | **Field** | **Data Type** |
| RequestBody | userName | String |
| RequestBody | Password | String |

|  |  |
| --- | --- |
| **Response Code** | **Message** |
| 200 | User logged in |
| 401 | Invalid username and/or password |
| 500 | Server Exception |
| 501 | MongoDB Exception |

**Additional Programming Requirements**

* + Wrap the code in a try/catch block.
  + Query the users collection using the findOne() function and the username from the RequestBody.
  + Add and if…else block that checks the returned value from the query.
    - if(user)
      * Compare the RequestBody password against the saved user’s password using the bcrypt.compareSync() function.
        + Code snippet: ![](data:image/png;base64,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)
      * Add and if…else block that checks whether the password is valid.
        + For valid passwords, return the message identified for status 200.
        + For invalid passwords, return the message identified under status 401.
    - if(!user)
      * Return the message identified under status 401
  + Describe the operation using the OpenAPI Specification above the request as developer comments.
* Export the router using module.exports.
* Test one of the API’s using the generated Swagger documentation at <https://localhost:3000/api-docs> and test the second API’s using SoapUI. Take screenshots of the testing you did in SoapUI and from the Swagger documentation link.
* The screenshots you take of SoapUI and Swagger must be added to your personal portfolio website under the “API Unit Tests Page.” This is a gradable item.
* If you run into issues, refer to the courses GitHub repository and the work you completed in WEB 340.